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Mobile applications are extremely popular with many higher education institutions offering courses to prepare new developers sought by the software industry. However, teaching and assessing mobile application development poses specific challenges due to the complexity of real-world programming languages and environments. In this work, we present a script-based approach for teaching and assessing Android application development which addresses shortcomings of existing tools that impact negatively on the learning experience. Our evaluation, that covers pedagogical and technical aspects, provides possible evidence that the scripts have been beneficial in helping students to work more efficiently and achieve better results. Additionally, the scripts have been effective in streamlining the grading process and keeping the tutorial material up to date with the evolution of the Android platform.
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1 INTRODUCTION

Mobile applications are extremely popular and developers in this sector are highly requested by the software industry. In order to provide students with the knowledge and skills required to become proficient mobile developers, higher education institutions have introduced specialized courses in their curricula.

However, instructors face specific challenges, not only because the design and implementation of mobile applications is a complex task [21, 53], but also because real-world development tools can make the learning curve steeper. Despite that, since exposure to real-world tools used by the industry is a key learning objective in
this subject area, the choice of languages and tools in academic courses is often driven more by the employability needs than by the pedagogical ones.

In the mobile domain, Google's Android is the most popular operating system (OS) with a market share of 86% [30]. According to Google, there are currently more than 2.5 billion monthly active Android devices [2]. Moreover, Android Studio, made by Google and powered by IntelliJ, is the official Integrated Development Environment (IDE) for Android application development. For this reason, Android Studio has been adopted in many courses, including the “Android Mobile Development” course that the author has delivered at the University of Sunderland (UK) in the period 2016-18. This is a predominantly programming oriented module where students learn how to design and develop native mobile applications, focusing on Java programming for the Android platform.

**Contribution.** In this work, we present a script-based approach for teaching and assessing Android application development which addresses technical shortcomings of existing tools which impact negatively on the learning experience. A set of command-line scripts, written by the author to complement the Android Studio IDE, was developed with the aim to help students to perform in a simpler and faster manner the typical tasks carried out in a software development session (e.g. clean, build, run, test), manage Android projects, configure the development environment and the virtual/physical devices where these applications run. Devised initially to solve a practical problem (the slow performance of Android Studio), these scripts have been further developed and have become an integral part of the teaching strategy employed in the course.

The evaluation is aimed at understanding if these scripts, also intended as supporting technologies for learning and assessment, have been beneficial in helping students to work more efficiently and produce a higher quality work (i.e. achieving better grades w.r.t. the learning objectives and the assignment requirements). Along with the reflection on the teaching practice, this evaluation is based on:

- data collected from students by means of a questionnaire;
- data analysis of the course assessment;
- analysis of software artefacts submitted by students.

The students’ feedback and the results of the evaluation show that the scripts have been useful to work with Android projects more efficiently, and there is possible evidence that students who used the scripts generally performed better than those who did not.

Additionally, an extended set of scripts was also designed to support the marking process, allowing the marker to streamline the activities, saving a considerable amount of time otherwise spent to perform mundane operations, preliminary to the marking itself. The scripts can also be used to automatically upgrade to new versions of Android and validate the demonstration apps and exercises used in lectures and
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1Available at https://paolo.science/android/
tutorials. In fact, the dynamic nature of this application domain requires frequent changes to adapt the teaching material to the evolution of the Android platform.

Outline of the paper. In §2, we discuss challenges, approaches, and tools for teaching Android application development. In §3, we focus on the issues related to the practical delivery and present our scripts-based approach. §4 covers the evaluation of the developer’s scripts and in §5 the evaluation of the admin script’s, including the marking process. We conclude in §6, summarising the results and discussing future research directions.

2 TEACHING ANDROID APPLICATION DEVELOPMENT

Given the wide popularity of mobile devices, universities have added to their curricula a significant number of courses on native mobile development. Higher education instructors teaching in computer science courses [20, 28, 32, 44, 50, 61] have highlighted the following challenges:

- the fairly sophisticated skills required to develop native mobile applications and the steep learning curve;
- the difficulties to separate teaching principles from the technical details of the platform;
- the fast rate at which mobile platforms are changing;
- the overall complexity (and some shortcoming) of the developments tools.

However, there are also opportunities such as:

- the effectiveness of mobile platforms in teaching programming;
- the great variety of concepts and techniques that can be taught;
- the valuable experience, also in terms of employability, of working with real-world systems;
- the possibilities to engage students.

2.1 Learning Programming

In general, learning programming is considered to be difficult. Edsger Dijkstra in a seminal paper with the striking but realistic title “On the cruelty of really teaching computing science” [15] argued that programming is a “radical novelty” in which the process, typical of many learning systems, of transforming the “novel into the familiar” no longer works.

Jenkins [33] believes that a crucial reason for this is that programming is a skill and not a body of knowledge and there is a general consensus [6, 33, 54, 57] on the fact that deep learning [43] is crucial for software developers.

Ben-Ari [6] indicates that, for some aspects, programming is also a “pattern matching” process, an activity which can be associated with surface learning. In fact, programmers can apply known solutions to common problems to solve a new one. Surface learning can be useful to remember syntactical details but deep learning is necessary to develop a real competence in writing programs. According to Jenkins [33], the crucial point is that the two learning styles must be applied at the same
time. In practical terms, teachers of programming courses face several pedagogic and technical choices:

- teaching style: principle vs tutorial-based, need to adapt to students learning with different styles and paces [51, 54];
- programming language: teaching a language used in the industry or a language suitable for its pedagogical features [1, 41, 54];
- tools used in the practical sessions (compilers, debuggers, IDEs, etc.) [24, 41, 52];
- assessment and grading strategy [46].

We consider the first three issues in this section, and we cover the last one in §4 and §5.

2.2 Programming for Android

Although this article focuses on Android, most observations will also apply to iOS and other modern mobile platforms. In general, according to several authors [21, 44, 53], designing and implementing mobile applications is a complex task because the developer has to master a wide range of tools [25, 27]:

- programming languages (e.g. Java, Kotlin, C++, Objective-C, Swift);
- operating systems (e.g. Android, iOS);
- development tools (e.g. Android Studio, Eclipse, XCode).

Developing applications for Android requires a substantial programming background [32] which includes proficiency in Object-Oriented Programming (OOP), event driven programming and Android architecture (e.g. activity life-cycle of an application, app components).

2.2.1 Learning Challenges. Matos and Grasser [44] believe that the complexities in developing mobile applications are of an order of magnitude more challenging than a desktop application. Riley [53] considers the learning curve steep enough to keep most students away from learning Android development on their own. He also underlines the amount of time instructors must spend in dealing with specific technical issues of the Android platform. According to Burd et al. [9], this is unavoidable, because in this domain it is difficult to separate the theoretical principles from the realities of the computing environment. However, Sprinkle [56] recommends teaching mainly general topics, and believes that students must learn on their own, from the documentation, the API of the platform focusing only on the topics relevant to their tasks.

2.2.2 Android as a Platform for Teaching Programming. Despite these challenges, Android is considered to be an effective platform for teaching Java programming as it offers the opportunity to learn a wide range of computer science concepts and techniques [44, 53]. Students engagement can be strong, as they value the first-hand experience with real systems and the professional skills that can be gained [9, 20, 44]. These skills can support their employability and, interestingly, because of their assignment efforts, students may be able to produce useful apps that are potentially marketable. In this regard, choosing Android over iOS, reduces the entry barrier for the distribution through the official app store [36].
2.3 Android Development Tools

The Android Software Development Kit (SDK) is a set of tools used to develop applications for the Android platform. It includes software libraries, debuggers, profilers, device emulators, the API documentation, and code samples. At every new release of the Android OS, an updated version of the SDK is also made available. In little more than a decade, Google has released 11 major revisions of the OS and 30 different levels of the API. Since 2015, Google has developed Android Studio which has become the official IDE for Android development, superseding Eclipse.

2.3.1 IDE Adoption. Fuchs et al. [23] argue that adopting IDEs and tools for teaching software development is a challenge for educators. The adoption of complex IDEs like Android Studio and Eclipse allows students to work with tools used in the industry but makes the learning curve steeper. From the instructor’s point of view, this requires more supervision as professional IDEs are very complex. On the one hand, there are so many options that the learner can be overwhelmed and find it difficult to focus on specific learning objectives. On the other hand, the exposure to real-world tools is a learning priority for this kind of subject, as employers require knowledge of specific development tools and programming languages.

However, the richness of functionalities in such tools comes at a price of the required hardware resources. Therefore, their performance may be sluggish even on mid-range machines (for example in university labs), and students may experience difficulties on their own machines as well. This can be a source of frustration when building, testing, and debugging applications. Additionally, apps are often tested on virtual devices and this can make the overall process slower, taking time and energy that should be used for the programming task [32].

2.3.2 Platform Evolution. The pace at which the Android landscape evolves to support new services, sensors, and devices (phones, tablets, smart watches, smart TVs, etc.) is another significant issue. This poses a challenge to instructors because teaching material and labs activities must be kept up to date to adapt to the evolution of the platform [53]. The API changes are too fast for developers and this has implications on the quality of the code (e.g. software defects, security issues) [47]. It may also affect the compatibility of the code across different API levels [29]. This can be a source of confusion for students, as books and online resources they consult can be outdated. These problems also affect the stability of the IDE and other development tools. For example, 11 major and 17 minor releases of Android Studio were made available in four years, from April 2016 (2.0.0) to April 2020 (3.6.3). Worryingly, even a major release like the 2.3.0 was overtly presented as “primarily a bug fix and stability release” in the official release notes [5].

3 SCRIPT-BASED APPROACH

Since Android Studio is the de facto IDE for native Android development, it was the natural choice for our course. Unfortunately, we experienced the same issues described in §2.3.
3.1 Practical Issues

Despite the lab machines meeting the recommended hardware specifications, the students’ experience with this Android Studio under Windows was quite frustrating. Activities like cleaning and building a project, based on the Gradle build system [26], were slow and time consuming. The sluggishness of Android Studio/Gradle in the labs (where users do not have admin rights) was a significant grievance for students when they began the course. They also faced the same issues on their own PCs.

This was not a confined problem because the course was due to be delivered by local tutors in the next semester as part of a transnational education (TNE) programme, in a developing country like Botswana where the availability of adequate hardware resources is scarcer than in our campus.

3.1.1 CLI and Alternative Options. Since the Android SDK includes command-line tools, a possible alternative is trying to use them. A significant number of actions, including running Gradle, can be performed faster with the Command Line Interface (CLI) than with the Android Studio’s Graphical User Interface (GUI). This can be explained by the fact that, along with the resources used by the IDE itself, there is no overhead of interaction between Android Studio and the underlining tools (e.g. Gradle, Android Debug Bridge).

It should be noted that, despite the advantages of the CLI (simplicity, speed and performance) most users tend to prefer GUIs for their ease, interactivity and greater control [58]. In our case, it also turned out (see §4, Table 1) that the large majority of the students (78%) were not aware of the possibility to build Android applications from the command line.

In order to allow students to work more efficiently, we decided to develop a set of scripts to support the trainees in many activities, such as building, cleaning and running projects, and the configuration of the environment (§3.3.1). We could have just directed the students to the documentation on how to run the command-line tools available in the Android SDK, but it would have added further complexity to the material already taught. Therefore, the scripts allowed the students to focus on learning the core Android design and programming techniques for their projects. Moreover, coding scripts is also a good engineering practice, as the scripts allow running commands without the need to type long lists of parameters, combine sequences of commands and use constructs like selection and iteration to define workflows. Moreover, as the source code of the scripts was made available, students were offered the opportunity to study, adapt and improve them.

In principle, many of the environment configuration issues could have been handled by supplying students with a VM pre-configured with the IDE and supporting tools. However, this solution would have required even more powerful hardware than available at the time and, in general, it would have added further slowness due to virtualisation. Moreover, we need to consider compatibility/stability issues due to the nested virtualisation (i.e. running the Android VM within the virtualised environment). For example, nested virtualisation, limited to the most recent hardware, has been supported by the popular free and open source virtualisation software...
Virtual Box only since version 6.1, released in December 2019. Unfortunately, in our experience such support is not very stable yet, leading to occasional machine freeze or corruption.

### 3.1.2 Cross-Machine Issues

Another specific challenge is that, in order to run and test an app, it is necessary to build it on the developer machine and then load it on a physical or a virtual device, like the Android Virtual Device (AVD) emulator. While this is not a major issue in the production environment, where the configuration of the tools is under the developer’s control, in educational settings applications often run on systems on which the instructor has little or no control. Typically, the instructor prepares examples which are made available to be studied, edited, run and tested during the practical session in the labs, where the instructor is still in control of the environment. But the examples must also run on students’ machines, where such control no longer exists.

In Android Studio, building an app developed on another system implies importing the source code in the IDE. This may also require a certain amount of refactoring depending on the version of the Android SDK and API level of the source and target platform. Given the variety of configurations, the import function of the IDE is critical and far from being faultless. Cleaning and building a project, even a fairly simple one, can take several minutes. Additionally, projects will not compile if the required versions of tools/libraries are not present in the system. This is critical in labs where students do not have admin rights, and cannot freely install new components or versions of the SDK. Therefore, when exercises and assignments are submitted, if students do not align with the expected configuration, the tutor will be likely to face the same problem.

Halper [28] remarks that “the logistics of having to import all the code and run the apps with sample data is very time-consuming”. The variety of possible configurations has also been identified as a critical issue. The same author also stresses that even “the rather mundane issue of student project submission and testing can be a major headache for a course instructor”. For example, Madeja and Porubán [42] report that most Android projects submitted by students needed some manual intervention.

To avoid this burden, students are often asked to demonstrate their apps to the instructor. We think that this is not ideal as it limits the possibility to fully evaluate different aspects of the work, making the assessment partial at best. It is also frustrating because traditional programming assignments can be assessed in batch mode using scripts that can automatically run and test programs [31].

### 3.2 Areas of Intervention

To addresses these problems, we considered developing a set of scripts designed with the following objectives:

- speed up operations related to the development process (e.g. clean, build, run on AVD);
- minimize the risk of incompatibility when converting or moving a project to other systems or platform versions;
• allow to check the alignment of the development environment or a project w.r.t. a specific (“target”) configuration;
• facilitate the submission of exercises and assignment work.

It should be noted that, according to the taxonomy identified by Pascarella et al. [49], these objectives cover significant aspects of three (out of nine) self-reported activities areas for Android developers. Additionally, from the tutor’s point of view, we considered how to:

• minimize the resources required to demonstrate apps during lectures/tutorials;
• control the configuration of the teaching material and automate the migration to new versions of the API/SDK/IDE;
• make the testing and marking process more efficient.

The last issue is crucial as a lot of time is usually spent by tutors to test and mark the students’ work, especially when cohort numbers are large. The idea is that, provided that the students submit projects passing a compliance test (e.g. project configuration and sanity checks), the marker can setup an environment that allows to clean and build all students submissions in one batch. Running in a batch mode, instead of using the IDE, has the advantage of not requiring the marker’s interaction, saving time and effort. At any time, the marker can inspect the logs and see the progress, checking if any project fails to be compiled. If a compile error occurs at this stage, the marker has the option to contact the student and ask them to fix/discuss the issue and/or use this information as part of the overall assessment.

Although most of the core marking must still be done manually (the marker needs to run each project individually, and grade it according to a marking scheme), a significant amount of time can be saved with the procedure described in §3.3.2, avoiding a large number of tedious repetitive manual interactions with the interface of the IDE. Such procedure automatically installs and runs the app in the AVD, runs the unit tests on the Java Virtual Machine (JVM) and the instrumented tests on the AVD, displays the output of the tests, opens with an editor the relevant source code files that the marker needs to inspect.

3.3 Technical Solution: Command-line Scripts

The technical solution we propose consists of two subsets of command-line scripts, one intended for the developer (student) and the other one for the admin (tutor). These scripts are batch files for Windows, as this was the OS available in the university labs. In principle, these scripts can be adapted and ported to other platforms including Linux and MacOS.

It should be noted that, from the developer’s point of view, these scripts should not be seen as an alternative to Android Studio, but rather as complementary tools to simplify and make specific procedures more efficient. Therefore, when appropriate, the scripts can be used in parallel with Android Studio, just running them from the CLI, rather than using the equivalent functions available through the IDE menus.
Developing Android applications purely from the CLI, without Android Studio, would imply losing access to interactive GUI functions that allow automatic refactoring of code and resource identifiers. For example, the R.java file is automatically created and updated by Android Studio at any change made in the XML resource files. Furthermore, while in the past the Android SDK allowed to create a project and a bare-bone application, from the command line (android create project), this option has been removed since Android SDK tools version 26.

3.3.1 Developer’s scripts. This subset of scripts is aimed at facilitating and making the management of Android projects more efficient along with the configuration of the development and runtime environment.

Given <p>, the path of the folder containing an Android project, the following commands apply to a single Android project:

- **clean_single <p>** – Clean the project
- **build_single <p>** – Build the project
- **run_single <p>** – Build and run the project on a device, start the emulator if necessary
- **run_single_apk <f>** – Run an Android package file (APK) on a device, where <f> is the filename
- **zip_single <p>** – Clean and zip the project (useful to submit, send or move a project to another machine)
- **test_single <p>** – Run the tests defined in the project
- **setSDK_single <p>** – Reset the SDK path in the project, useful when a project is moved to another system

The commands **clean**, **build**, **zip**, **setSDK** perform the same tasks as above but they process all the projects in a folder. Other commands are available to configure, and control the environment:

- **config** – Define parameters used by the scripts (called by other scripts)
- **config.X.Y.Z** – Define parameters for a specific version of Android Studio/SDK, where X.Y.Z is the version number (e.g 2.3.3) of Android Studio
- **setenvSDK** – Set the system environment variables for the Android SDK (ANDROID_HOME, ANDROID_SDK_HOME, GRADLE_HOME)
- **emulator_start** – Start the AVD emulator if a physical device is not connected to the developer’s machine
- **emulator_wait** – Wait the emulator to be up and running (called by other scripts, not invoked directly)
- **packages** – List folders and package names of projects already built
- **projects <p>** – List folders containing Android projects in path <p>
- **findSDK** – Find the SDK location (checking a list of possible folders)
- **chkSDK** – Check the current configuration; the optional parameter <v> prints the list of all installed and available packages
- **list_devices** – List all attached devices (virtual and physical)
- **kill_device <device>** – Kill an attached device
Provided that the environment is configured correctly (config, setenvSDK, chkSDK), a typical session of a student’s work (Figure 1), along with the code editing, will consist of cleaning (clean_single), building (build_single) and running a project (run_single). If the project needs to be submitted (or moved to another machine), a compressed archive can be prepared with the zip_single command, which includes the cleaning process.

3.3.2 Admin’s scripts. This subset of scripts is aimed at supporting and facilitating the tutor in the preparation of demo applications, exercises and the marking process.

Given <p>, the path of the folder containing an Android project, the following commands apply to a single project:

- refactor_single <p> – Refactor a single project (reorganise files inside a project folder to make them suitable to be used by the scripts)
- mark_single <p> – Mark a single project (build, install, run, test, uninstall, display the student’s report and source code)

Given <f>, the path of the folder containing Android projects, the following commands apply to all projects inside <f>:

- refactor <f> – Refactor projects, preparing them for marking
- migrate <f> – Align projects to a specified “target” configuration (e.g. API level, build tools version)
- prepare <f> – Refactor + migrate + clean
- sanity <f> – Run sanity checks on projects (check for presence/location of files/folders specified by the tutor within the projects, e.g. build folder)

Provided that the environment is configured correctly, a typical session of the tutor/marker (Figure 2) consists in collecting the students’ submissions in a folder <f>. Then the projects need to be prepared for marking (refactor <f>, sanity <f>, migrate <f>, clean <f>, build <f>) and graded individually (mark_single <p> for each <p> in <f>). The details of the marking procedure are presented in §5.

It should be noted, that there is no need to use Android Studio in this phase, but the only requirement is having the Android SDK installed.

4 EVALUATION OF THE DEVELOPER’S SCRIPTS

The evaluation is aimed at understanding the impact of these scripts, in particular if they have been useful to help the students to work more efficiently, learning more effectively and achieving a higher standard of work. Along with the reflection of the teaching practice, this evaluation is based on:

- data collected from students by means of a questionnaire (§4.2);
- data analysis of the course assessment and analysis of software artefacts submitted by students (§4.4).

We collected the evaluation data in two consecutive academic years, with two different cohorts of students.
The evaluation methodology is inspired by the first three levels of the Kirkpatrick model [35] for assessing training programs. Chatzigeorgiou et al. [11] used this approach to evaluate an entire Android development course, but here we mostly focus on the tools used in the training sessions.

Firstly, we consider the “reaction” of the students, i.e. how they used and assessed the scripts. We also collected information about their prior knowledge of the topic. Secondly, we look at the “learning” aspect, i.e. how much has been learned. For this level, we consider a summative assessment to evaluate the extent by which the learning outcomes have been achieved, in terms of students’ performance. Therefore, we examined the data from the module results. Thirdly, we considered the “behaviour” to understand what changes occurred in the learner attitude and interest for Android development and tools. For practical reasons, data for the “reaction” and “behaviour” levels have been collected with a single questionnaire.

4.1 Assessment Strategy
Students were asked to develop a native Android application and the requirements specification played a crucial role in the assessment strategy. On the one hand, in agreement with Burd et al. [9], we wanted to give students a concrete experience with real system development and help them to appreciate the immediate applicability of what they have learned. On the other hand, to make clear the connection between requirements and tests [56], requirements were made explicit and detailed. Therefore, tests were also part of the submission, which included, along with the source code, a short report documenting the design rationale and a self-evaluation of the application. The assignment brief also outlined quality criteria that were relevant for the assessment of the work.

In an anonymous post-course evaluation survey (n=39), 95% of the students agreed (26%) or strongly agree (69%) that the assignment was relevant to the learning objectives. Moreover, the assignment was pre- and post-moderated by an external examiner, as part of the standard academic quality assurance process. Marks were also post-moderated.

In general, our quality criteria are inspired by the software quality models proposed by Boehm et al. [7] and McCall [45]. In our context, we assume that the quality of a student’s work is proportional to the overall grade achieved, as a reflection of the ability to correctly fulfil assignment objectives, expressed in terms of software requirements. In practice, each set of requirements/features had a maximum score and each set was marked using the following criteria (borrowed from [3] for what concerns the programming style, and [22] which specifically defines a software quality model for mobile applications):

- completeness and effectiveness of the solution w.r.t. the requirements;
- correctness and accuracy w.r.t. the requirements;
- code structure and efficiency;
- UI: appropriate layout, consistency and usage of components;
- coverage and effectiveness of testing;

4.2 Students’ Feedback

In order to investigate how these scripts influenced the learning experience, a quantitative research approach [13] based on survey methodology was adopted. The online survey was designed using the LimeSurvey open-source software [40] and consisted of 7 questions including 6 quantitative and 1 qualitative (open-ended) questions. Participants were recruited sending individual email invitations to the 141 (81+60) undergraduate students enrolled in the “Android Mobile Development” module for two consecutive academic years (2016-17 and 2017-18). Each time, the survey was distributed five months after the completion of the module to reduce the chances of amplifying positive results. The questionnaire was designed to make possible linking the responses to the data extracted from the analysis of software artefacts previously submitted by the participants as part of the assignment task for this module. Answer were kept confidential, and data presented in this paper is published in an anonymised and aggregated form. All data has been collected and processed according with the research ethics policy of the institution. We received 58 (36+22) complete responses (response rate: 41.13%), while 11 (6+5) students just opened the questionnaire without filling it in.

4.2.1 Questionnaire. First of all, students were asked about their general knowledge of Android application development before the start of the module – a 5-point Likert scale, ranging from very low (1) to very high (5). Then a question specifically asked about the awareness of the possibility to build Android apps using the command-line tools. They were also asked if, during or after the module completion, they had ever used the scripts. If the answer was affirmative, they were offered the possibility to indicate for which activity/task they found the scripts useful choosing within a list of options (multiple answers allowed) with the option to further add activities/tasks proposed by the respondent. Next, the students were asked if they think they may
Before taking this module, did you know that Android apps could be built from the command line? 22.41 77.59
During or after this module, have you ever used the CMD scripts? 74.14 25.86
Do you think you might develop Android apps in the future? 81.03 18.97
In this case, do you think you might use the CMD scripts? 75.56 24.44

Table 1. Selected survey questions (n=58)

<table>
<thead>
<tr>
<th>#</th>
<th>Question</th>
<th>% yes</th>
<th>% no</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Before taking this module, did you know that Android apps could be built from the command line?</td>
<td>22.41</td>
<td>77.59</td>
</tr>
<tr>
<td>2</td>
<td>During or after this module, have you ever used the CMD scripts?</td>
<td>74.14</td>
<td>25.86</td>
</tr>
<tr>
<td>3</td>
<td>Do you think you might develop Android apps in the future?</td>
<td>81.03</td>
<td>18.97</td>
</tr>
<tr>
<td>4</td>
<td>In this case, do you think you might use the CMD scripts?</td>
<td>75.56</td>
<td>24.44</td>
</tr>
</tbody>
</table>

Table 2. Question: “Could you please say if you found them useful to ... ?”

<table>
<thead>
<tr>
<th>#</th>
<th>Option (multiple options allowed)</th>
<th>% selected</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>understand that Android apps can be built/cleaned/run from the command line</td>
<td>76.74</td>
</tr>
<tr>
<td>2</td>
<td>prepare the submission of my application for the assignment</td>
<td>72.09</td>
</tr>
<tr>
<td>3</td>
<td>build my project faster than with Android Studio</td>
<td>48.84</td>
</tr>
<tr>
<td>4</td>
<td>clean my project faster than with Android Studio</td>
<td>65.12</td>
</tr>
<tr>
<td>5</td>
<td>load faster my app on the emulator</td>
<td>44.19</td>
</tr>
<tr>
<td>6</td>
<td>check if my project was building or not</td>
<td>58.14</td>
</tr>
<tr>
<td>7</td>
<td>detect compiling errors more clearly than with Android Studio</td>
<td>27.91</td>
</tr>
<tr>
<td>8</td>
<td>check compliance of the environment configuration w.r.t the assignment requirements</td>
<td>32.59</td>
</tr>
</tbody>
</table>

The large majority of participants declared to have a very low (62.07%) or low (22.41%) prior knowledge of Android Development (Figure 3): only 22.41% of them knew that Android apps could be built from the command line (Table 1). We appreciate that it would have been better to formally collect answers to these questions at the beginning of the teaching term, but for practical reasons this was not possible at that point. However, it should be noted that these two questions were mainly asked to understand the demographics of the participants.

4.2.2 Results. The large majority of participants declared to have a very low (62.07%) or low (22.41%) prior knowledge of Android Development (Figure 3): only 22.41% of them knew that Android apps could be built from the command line (Table 1). We appreciate that it would have been better to formally collect answers to these questions at the beginning of the teaching term, but for practical reasons this was not possible at that point. However, it should be noted that these two questions were mainly asked to understand the demographics of the participants.
In terms of “reaction”, 74.14% declared that they used the proposed scripts. The fact that not all participants used the scripts can be explained by a series of factors (inferred from the open-ended question): first of all, the scripts were presented as a (positive) alternative but the choice of using them was entirely left to the individual student. Additionally, there are users that in general do not feel comfortable with command-line tools, and they naturally prefer programs, like Android Studio, with a GUI neglecting CLI tools [59]. Finally, since the scripts were available only for Windows, the platform of the university labs, some students, using a different OS at home, were less interested in using them.

Overall (among those who used the scripts, multiple responses were allowed), the participants found the scripts useful (Table 2) to understand that Android apps can be built/cleaned/ran from the command line (76.74%), to prepare the submission of the application for the assignment (72.09%), to check if the project was building or not (58.14%), to clean (65.12%) and build (48.84%) the project faster than with Android Studio. The last figure may be apparently lower than expected compared with the “clean” option, because, in terms of speed, the difference in favour of CLI is remarkable (see Table 3). However, cleaning the project before submission was one of the requirements of the assignment (because it reduces considerably the size of the project), hence “clean” attracted more interest. Detecting compiling errors (27.91%) and checking the configuration of the environment (32.59%) attracted less interest.

More insights were offered by the last question (open-ended) where participants could detail their opinion. Overall, they gave a significant positive feedback. Some examples:

- “It was a great experience using the cmd (CLI scripts) because it give me the edge that I did not have, especially using cmd in order to compile, run or build an app because with cmd things were faster and easy than the Android Studio.”
- “Easier, faster and more convenient way to run specific tasks that would otherwise be a bit inconvenient to run from A.Studio’s convoluted menu.”
- “They were good for building and cleaning the solutions and provided a quicker way of doing this.”
- “Easy to use with just single line command. Less time consuming when cleaning and building a project.”
- “They helped a lot with some of the more tedious tasks of needing to clean up regularly and saved time which was helpful.”

However, some students confirmed their preference for GUI over CLI:

- “I think they are very useful however, I personally feel more comfortable using the UI to perform virtually any command it will allow me to perform.”

Regarding the impact on the “behaviour”, 81.03% of the survey participants think that in the future they might develop Android apps, and, among them, 75.56% think that they might use the scripts again. This is clearly an achievement as the initial knowledge of Android development was generally low.
<table>
<thead>
<tr>
<th>Activity</th>
<th>Interactive or Batch mode</th>
<th>( \eta ) time (mm:ss)</th>
<th>Gain %</th>
</tr>
</thead>
<tbody>
<tr>
<td>open* + build</td>
<td>Android Studio, Scripts</td>
<td>Android Studio, Scripts</td>
<td></td>
</tr>
<tr>
<td></td>
<td>I</td>
<td>B</td>
<td>00:47</td>
</tr>
<tr>
<td>clean</td>
<td>I</td>
<td>B</td>
<td>00:11</td>
</tr>
<tr>
<td>(re)build</td>
<td>I</td>
<td>B</td>
<td>00:16</td>
</tr>
<tr>
<td>test</td>
<td>I</td>
<td>B</td>
<td>00:35</td>
</tr>
<tr>
<td>run</td>
<td>I</td>
<td>B</td>
<td>00:26</td>
</tr>
<tr>
<td>clean + zip</td>
<td>I</td>
<td>B</td>
<td>00:30</td>
</tr>
<tr>
<td></td>
<td><strong>Total time</strong></td>
<td></td>
<td>02:46</td>
</tr>
</tbody>
</table>

*applies only to Android Studio

Table 3. Comparison of activities per single project: Android Studio vs scripts

In conclusion, most participants used the scripts and found them useful to develop Android applications but there are still some barriers to a complete adoption. As a reason for not using the scripts, participants essentially mentioned the unavailability for MacOS (6.90\% of the overall respondents), and their preference for GUIs in any situation (1.72\%). Some participants (3.45\%) stated that they understand the benefits, but they did not use the scripts as they have their prior workflow already in place having developed for Android in the past.

**4.3 Performance analysis**

We carried out a performance evaluation regarding the usage of the scripts, from the students’ point of view. In particular, we compared different activities (Table 3) completed with Android Studio and with the scripts. The machine used was a Windows 10 laptop, with 16GB RAM and Intel Core i7 4700HQ @ 2.40GHz processor, Android Studio 2.3.3, Android SDK API 23, Gradle 4.1, AVD Nexus 5 API23. Overall, we observed that the scripts run faster with significant gains obtained in all the tasks. It should be noted that a `clean+zip` function does not exist in Android Studio, so we considered cleaning a project and zipping by hand versus running the `zip_single` script. Interestingly, after closure, a non-trivial project can use around 40-50 times more space in Android Studio than a project zipped with the scripts. This has a significant impact when students need to submit their files or transfer their projects from one machine to another. In terms of resources, the scripts tend to perform similarly even if the RAM is halved from 16GB to 8GB, while Android Studio performance noticeably degrades as the amount of volatile memory is reduced, as it was the case of the machines used in the university labs.
4.4 Assessment Data Analysis

Another objective of the evaluation is to investigate if the scripts had a “learning” impact on the student performance. In other words, has the use of the scripts allowed the students to produce a qualitatively better work, according to the criteria defined in §4.1?

In order to answer this question, our approach is to partition the students in two groups (those who have used the scripts or those who have not) and see how they compare in terms of module results. Would their grades be similar or different?

First of all, it should be noted that this is a quasi-experiment rather than a true experiment, as we were working in a real education environment and the students using the scripts were a self-selecting group. Our analysis involves data from the assignment, in particular the grading of the applications submitted by all students, including those who have not participated to the questionnaire. This has the advantage of not only having more data for our analysis, but also of being more precise, as we are able to tell who used the scripts for the preparation of the assignment (artefact), rather than relying on participants declaring having used the scripts at one point in the past (questionnaire).

To distinguish the two groups, we considered the following criterion: if the source code contains at least one of the two folders (`/build` and `/app/build`) or the file `local.properties` the student has not used the scripts. The two `build` folders are created when a project is built, and removed when the project is cleaned with the script `clean_single` or prepared for submission with `zip_single`. However, the students who have only used Android Studio but not the scripts to prepare their submission, will have these folders included in the submitted compressed file (unless manually deleted) because of the automatic build feature of the IDE. Moreover, the script `zip_single` also removes the `local.properties` file. This is because the file stores the location of the local Android SDK. When moving a project to another machine, the file needs to be updated and, in Android Studio, this prompts a warning message and recreates the file silently. `local.properties` is not removed by the Android Studio clean process, therefore, its absence is extremely unlikely if the scripts have not been used for the preparation of the submission.

Table 4 shows the number of valid submissions (136 out of 141 enrolled) during the first session for each cohort (2017 and 2018) and the aggregate data for different groups (mark range: 0–100, pass threshold = 40). The demographics of the students was the following:

- **Sex**: male 91.2% – female 8.8%
- **Age**: 20-24 90.4% – 25-29 8.1% – 30 and over 1.5%
- **Domicile**: UK 76.5% – EU 12.5% – International 11.0%
- **Degree Course**: Computer Science 49.3% – Computing 28.7% – Games Software Development 10.3% – Computer Systems Engineering 8.1% – Other or not known: 3.6%

We denote with $n$ the number of students, $\eta$ the mean grade, $\sigma$ the standard deviation and $\Delta$ the difference between the means. It should be noted that all survey
participants have submitted in the first session and their average mark ($\eta$) is higher than the overall group.

Since the distribution of these groups is not normal (as all the other ones considered here) we used the non-parametric two-tailed Wilcoxon/Mann-Whitney test to accept or reject the null hypothesis $H_0$: the two groups do not differ with respect to the considered criterion (Table 5). In this case, $H_0$ is rejected ($p$-value < 0.05) and therefore there is a statistical difference between the two groups. The one that according to our criterion has used the scripts has achieved on average ($\Delta=19.19$) more marks than the other one. The same analysis repeated on the two cohorts individually gives similar results.

However, at this stage, since the groups considered are self-selected, we cannot exclude that the more technically savvy students might have been more prone to
take advantage of the scripts, or, in general, other factors like motivation might have influenced the choice of using the scripts or not.

Therefore, considering other data available, we computed the two-tailed Fisher Exact Probability test (confidence interval 95%), a statistical significance test used in the analysis of contingency tables, for the following null hypothesis: relative proportions of one variable (having used the scripts or not) are independent of the second variable. We considered “prior knowledge of Android development” ($p$-value= 0.2207) and “prior knowledge that Android apps could be built from the command line” ($p$-value= 0.1912). We also considered an issue like motivation, e.g. students who think they “might develop Android apps in the future” ($p$-value= 0.7294). Interestingly, we also considered the overall performance of the students in the degree course according to the British degree classification – (1st) 70 to 100, (2:1) 60 to 69, (2:2) 50 to 59, (3rd) 40 to 49 – ($p$-value= 0.4899). In all cases, we could not reject the null hypothesis (since $p$-value > 0.05). Therefore, we can conclude that it is highly unlikely that the factors considered (in particular that high-performing students may have been more inclined to use the scripts than the entire cohort) may be statistically correlated with the choice of using the scripts.

### 4.5 Interpretation of results

The results presented can be interpreted in light with the existing literature. A first question is whether the command-line tools can be beneficial for learning programming. Several empirical and quantitative analysis studies [12, 17, 18] answer positively to this question. Chen and Marx [12] have reported the benefits of using the command-line interface tools in Java programming courses before introducing GUI-based IDEs and they decided to reverse, in the first weeks of their introductory programming course, from Eclipse to command-line tools.

According to Dillon et al. [16] this enables learners to develop better mental models for programming because of the limited range of operations and the fact that users cannot skip steps in the workflow. In fact, CLI tools for programmers allow not only to learn the language syntax and problem solving skills, but also (and this relevant in our case) help students to get a clear understanding of programming procedures like compilation, execution, and editing [12, 17].

Chen and Marx [12] report that this also increases the level of confidence in the usage of the IDEs when they are introduced. It should be noted that the transition from command line to IDE is rather easy, but the other way around could be more challenging [18]. The danger is that students initially exposed only to IDEs may get the impression that clicking a button makes their applications magically work. For example, we observed that students using exclusively Android Studio could get confused, failing to understand precisely the point of failure in a sequence of actions (e.g. clean/build/run) interpreting the sequence as an atomic (one click) action; in the worst case they were even unsure if an error has occurred.

Kuusinen [37] considered, in the context of software development, flow experience, a the state of concentration in which the individual is fully absorbed by an activity.
We think our scripts can contribute to the satisfaction of the three conditions essential to achieve a flow state [14]:

- involvement in an activity with a clear set of goals and progress: each script performs a clear set of tasks in a well defined workflow;
- tasks must have clear and immediate feedback: e.g. the scripts output clearly any anomaly condition;
- confidence in one’s ability to complete a task based on a good balance between challenges and perceived skills: our questionnaire data show that users found the scripts useful to complete the tasks, adequate to their skill level.

Another crucial aspect is that in the Android environment the code is executed not on the developer machine but on a virtual or external device. This can create some confusion in novice Android developers. Therefore, as highlighted by Dillon et al. [18], even though IDEs can lower the learning curve for operations, they can potentially limit or mislead the mental representation of programming procedures.

Some of cited studies [12, 17] consider mostly novice programmers but, in our case, students were relatively more experienced as they took this module in their third and final year of an undergraduate computing degree. They are rather newcomer programmers [55] as they are new to the programming environment and the complexity of Android Studio can be overwhelming.

As discussed, enabling students to work with professional tools is one of our learning objectives and Android Studio being the industry de-facto standard for Android development, makes the usage of this IDE almost unavoidable.

Therefore, since our scripts are not a replacement for the IDE, but rather complementary tools to carry out programming procedures more simply and more efficiently, we found appropriate to introduce the scripts along with the IDE. As these scripts require students to follow well-defined workflows, they help to better understand and more precisely control the most crucial programming procedures performed during the development cycle. Moreover, it should be considered that such procedures can also be more time consuming if done with the IDE given the complexity of the environment and hardware limitations (see §3.1 and §5). For examples, we noted that the Gradle build process under Android Studio can become slow and unresponsive, in particular when the RAM available is 8GB or less. In contrast, this is much less likely to happen if the build process is performed from the CLI, where it is also clearer to understand whether the process is progressing or not.

5 EVALUATION OF THE ADMIN'S SCRIPTS

We discuss now how the scripts can be useful from the tutor’s point of view to streamline the marking process and keep the teaching material up-to-date, adapting to the frequent changes of the Android platform.

5.1 Marking Procedure

As discussed in §2, the submission process and the assessment of mobile apps can be challenging. In our case, a student’s submission consisted of an Android project
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Fig. 4. Marking workflow (script mark_single)

(source code files and resources) and a report submitted online inside a compressed file. The typical work of a tutor/marker begins (Figure 2) by downloading the students’ submissions files from the online repository to a local folder.

A possible issue is that some students do not properly follow the instructions for submission (e.g. configuration of the “target” platform). Therefore, the marker has to make some sanity checks and perform refactoring operations which, if done manually on a large group like the one we considered here ($n = 136$), may require hours of tedious and repetitive work. The scripts refactor allows the fixing of issues regarding the project folder structure, while the script migrate helps to align the project to the “target” configuration.

Moreover, before running, all projects need to be cleaned and built, as meta-data and temporary files from other systems can interfere with the correct compilation of the application. With Android Studio, given the interactive nature of the GUI, this
Table 6. Comparison of activities per single project: Android Studio vs scripts (Marking)

<table>
<thead>
<tr>
<th>Activity</th>
<th>Interactive or Batch mode</th>
<th>$\eta$ time (mm:ss)</th>
<th>Gain %</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Android Studio</td>
<td>Scripts</td>
<td>Android Studio</td>
</tr>
<tr>
<td>refactor</td>
<td>I</td>
<td>B</td>
<td>00:25</td>
</tr>
<tr>
<td>migrate</td>
<td>I</td>
<td>B</td>
<td>01:41</td>
</tr>
<tr>
<td>clean+build</td>
<td>I</td>
<td>B</td>
<td>00:29</td>
</tr>
<tr>
<td>test</td>
<td>I</td>
<td>I**</td>
<td>00:35</td>
</tr>
<tr>
<td>mark*</td>
<td>I</td>
<td>I</td>
<td>01:26</td>
</tr>
</tbody>
</table>

* excluding test  ** can also run in batch mode

will also take further time as the marker needs to import each project and wait for the completion of the operation.

Instead, no marker’s interaction is needed if this is done in batch mode (scripts clean and build). It should be noted, that if the results of the batch processing are logged, the marker is able, at any time, to see the progress of the operations. It also possible to check, for any submission, if the building process fails. This kind of information can be used as a component of the marking as it indicates properties of the submission. For example, the build process also run a Lint-like tool, which performs static checks on the source code and can provide hints for potential structural problems in the code that could impact on the reliability and quality of the application. This also relates with the software quality criteria discussed for the assignment design (§4.1).

Afterwards, the marker needs to run each project individually, and grade it according to the marking criteria. A further time efficiency gain can be achieved, using a procedure (script mark_single, Figure 4) allowing to automatically install and run the app in the AVD, run the tests on the JVM and AVD, display the output of the tests, open with an editor the relevant files of the source code that the marker needs to inspect.

Automatising this process, can save further time, avoiding a large number of tedious repetitive manual interactions with the GUI of the IDE, and the scripts were indeed useful to shift precious time during the marking process from mundane operations to the actual marking.

5.2 Performance Analysis

In order to test this claim, we ran an experiment on a Windows 10 laptop, with 16GB RAM and Intel Core i7 4700HQ @ 2.40GHz processor, Android Studio 2.3.3,
Android SDK API 23, Gradle 4.1, AVD Nexus 5 API 23. We compared the marking process for a sample of projects (Table 6), and found that, the automatic procedure allows to save 72% of the time. In particular, the interactive time can be reduced by 87%. In practice, the marker can just run the batch part, collect the output at any time and then start the interactive part of the marking. In this case, using the script is still advantageous as 83% of the time spent in trivial operations (opening, running, closing, etc.) can be saved.

On average, the time saved for each project is more than 3 minutes. Although the exact figure may vary according with the different versions of the tools (for example, we noticed that the clean+build time was much higher in Android Studio 2.1.3/Gradle 2.14.1 then in Android Studio 2.3.3/Gradle 4.1), we believe that there is a strong indication that the scripts can save a considerable amount of time to the marker (e.g., more than 7.5 hours, for 136 submissions) along with a lot of repetitive work. In general, the scripts help to standardise the marking process, avoiding errors and shortcomings typical of interactive procedures. The external marker who used this procedure for the TNE instances of this module at Botswana Accountancy College in Gaborone and Francistown, agreed on the beneficial impact in terms of efficiency and quality of the process.

5.3 Keeping Tutorial Material Up To Date

As mentioned, the Android landscape is very dynamic with frequent changes to the API. Approximately, every year a major new version of the OS is released along with two or three new levels of the API. The speed of change has been identified [9, 53, 56] as a crucial challenge for instructors because it requires revising the teaching material to keep the course up to date.

In particular, due to the complexity of the technology, demonstration apps and exercises not only require a consistent amount of time to be prepared but also need to be periodically updated to adapt the changes of the platform: new versions of the API, build tools, Android Virtual Devices, IDE, etc. On itself, the migration is in general complex and error-prone [38], and the update process can also be tedious and time consuming because the teaching material for an entire course can comprise many dozens of apps and each app needs to be validated (built and run) against the new “target” configuration, to ensure that no issues arise during lectures or tutorials.

To that purpose, the admin’s scripts can be very useful to automatically migrate and validate an entire library of applications from one version of the API/SDK to another one (migrate script). This can be done with a procedure similar to the one depicted in Figure 2. In order to support a new version, the tutor needs to create a new configuration file, specifying parameters like versions of the SDK (min|compile|target), build tools, Gradle and major libraries like the com.android.support and com.google.android.gms:play-services.

Although the procedure is not bulletproof, as there is no guarantee that purely syntactic changes in Android projects (e.g. manifest file and source code) are sufficient for the application to compile and run successfully, in practice, our experience with this process has been positive as we have never faced any critical issue.
In fact, usually, obsolete API classes and methods are not suddenly removed from the Android libraries but are rather labelled as “deprecated” for a period of time which usually comprised the release of at least a few new revisions of the API before being phased-out (the so-called deprecate-replace-remove cycle [39]). This allows time for developers to smoothly migrate to a new version and, in the interim, tutors can still use the previous version of an application (migrated to the new configuration) in their classes.

6 CONCLUSION

In this work, we presented a script-based approach for native Android application development that complements existing tools (e.g. Android Studio, Android SDK). The evaluation considered the students’ feedback, the data analysis of the module outcome, software artefacts and the application of the scripts during the marking process. In all these areas, the evaluation suggests that the scripts had a positive impact both from the student and instructor’s point of view.

As these scripts complement Android Studio, students are still exposed to real-world tools used in the industry, and some former students working as professional app developers reported they were still using the scripts. Another positive aspect is that these scripts facilitate the delivery of courses in situations where access to powerful hardware resources can be limited, like in developing countries.

Although the usage of CLI scripts for software development is not new, such approach was not previously considered for Android. To the best of our knowledge, this is the first attempt to integrate CLI scripts in an Android development pedagogy. The acceptance of CLI scripts among students was mostly positive, and evidence suggests the using the scripts may have contributed to improve the student performance in this specific module, regardless of their overall performance in the full degree course.

Recommendations. Based on our experience, the choice of the Android development tools is a critical aspect for the success of a teaching strategy. One challenge is how to help students to develop a clear conceptual workflow. This is addressed by the scripts allowing for a simple and systematic way to handle the complexity of Android project configuration and management. Another issue is how to provide a practical mechanism to distribute and submit Android projects. The size of a simple project could be 50-60 MB, but with the zip_single script (cleaning and zipping a project, an operation which does not exist in Android Studio) it is possible to shrink the size to just 1 MB saving space and reducing time for upload/download. Moreover, the same script solves issues related with moving a project from one machine to another (e.g. hard-coded absolute paths).

Tutors should carefully consider the amount of freedom to grant students in using different versions of tools/API as this can impact negatively in different phases of the development and marking process. In fact, incompatibilities may break the application. For that reason, in our approach, we identified each year a reference configuration (indicatively, a recent stable version of Android Studio and an API level
that allows to cover at least 95% of currently active devices), and provided students not only with the instructions to set the environment up but also a script (**chkSDK**) to check whether their configuration complies with the reference one. Our experience suggests that having a standard configuration not only proved to be of utmost importance in dealing with large cohorts of students, but also encouraged students to develop a greater control of the development environment, an important professional skill for every developer. Additionally, the script for checking the compliance of the configuration was also very useful to set up labs where courses were franchised.

**Future research directions.** Further research should consider several directions. An important one would be to investigate if other complex development environments could benefit from a script-based approach. An obvious candidate would be the native mobile application development for iOS, but it could also be worth studying other types of app development paradigms [48]. Additional research may also consider analysing tool log/usage files (e.g. command-line and IDE) in order to understand more precisely the behaviour of developers, their progress, difficulties and the construction of mental models [23]. Moreover, such studies should also include professional developers rather than just students, because of their different degree of expertise and motivation.

In this paper, we also presented our work towards the automation of the marking process. Although relevant information can be gathered from log files (as we indeed filtered them with grep-like commands), most of the “meaningful” marking was still done manually, running the application, inspecting the logs and checking if the requirements were fulfilled, according to the marking criteria.

From the tutor’s perspective, the scripts also allow for a more efficient management of the teaching material and configuration migration. Therefore, the scripts can offer tutors a practical solution in their delivery of Android development courses.

A significant step would be moving further towards the automatic grading of Android assignments. There is a considerable number of tools that have been developed for the automated assignment grading and feedback, reviewed and classified by various review papers [10, 31, 34]. In particular, Wilcox [60] identified a set of testing strategies for automated grading.

A limited number of tools have been proposed for the automated grading of Android assignments. RoboLIFT [4] is a library that is meant to facilitate the testing of Android applications to a level adequate to students. It integrates with Web-CAT [19] a platform for automated grading. The approach of RoboLIFT is based on Test-Driven Development (TDD) that requires to write tests in advance and then implements the code that make them pass. This is different from the conventional approach where code is written first and then tested. Unfortunately, RoboLIFT has some limitations, notably it works with applications with just a single Android activity. Therefore, this does not make it suitable for most apps which are usually composed of multiple activities. Madeja and Porubán [42] considered the most common student mistakes and designed a system to detect them through testing. They defined milestones and identified a set of tests expected to pass at
that stage. However, in order to allow tests to run successfully on student code, they had to impose restrictions to the UI (including on identifiers names), and when they did not put any further restriction in the last phase of development, not to limit the creativity of student, this greatly reduced the success rate. Bruzual et al. [8] presented a system for automated assessment of Android exercises carried out by running exercise-specific unit tests on the APK file, relieving the tutor from the need to compile the student’s submission. However, while this approach seems to scale well, ignoring the source code can limit the possibility to offer more insightful feedback to students.

Although any automated grading system for Android is likely to quickly become obsolete due to the frequent changes to the Android development environment, in our case, a first step could be to further automatise the analysis of the logs produced during the marking procedure (§5) extracting and processing automatically information relevant for the assessment, and provide a core set of test cases along with the assignment specification. Moreover, it should be possible to run tools that compute quality parameters on the source code that can be included in the assessment score.
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